**QUESTION:**

Write menu-driven program to implement 0/1 and fractional knapsack problem using greedy approach.

**PSEUDOCODE:**

function main():

    numberOfItems, knapsackSize = input()

    choice = input()

    if choice = 'A':

        print(zeroByOneKnapsack(numberOfItems, knapsackSize))

    else:

        print(fractionalKnapSack(numberOfItems, knapsackSize))

function zeroByOneKnapsack():

    items[numberOfItems][3] = input(itemValue, itemWeight, itemNumber)

    float: ratio[numberOfItems]

    for element in items:

        ratio[element] = element[0] / element[1]

    items.sort(descendingly, ratio)

    value = 0

    for element in sortedItems:

        if element[1] <= knapsackSize:

            value += element[0]

            knapsackSize -= element[1]

    return value

function zeroByOneKnapsack():

    items[numberOfItems][3] = input(itemValue, itemWeight, itemNumber)

    float: ratio[numberOfItems]

    for element in items:

        ratio[element] = element[0] / element[1]

    items.sort(descendingly, ratio)

    value = 0

    for element in sortedItems:

        if element[1] <= knapsackSize:

            value += element[0]

            knapsackSize -= element[1]

        else:

            if ratio[element] <= knapsackSize:

                value += ratio[element] \* knapsackSize

    return value

**CODE:**

#include <stdio.h>

void zeroByOneKnapsack(int numberOfItems, int knapsackSize)

{

    int itemsToInclude[numberOfItems], items[numberOfItems][3], temporaryStorage[1][3], value = 0, index, secondaryIndex, counter = 0;

    float temporaryRatio, ratio[numberOfItems];

    printf("\n\n");

    for (index = 0; index < numberOfItems; index++)

    {

        printf("Please enter the value and weight of item %d: ", index + 1);

        scanf("%d %d", &items[index][0], &items[index][1]);

        ratio[index] = (float)items[index][0] / (float)items[index][1];

        items[index][2] = index + 1;

    }

    for (index = 0; index < numberOfItems; ++index)

    {

        for (secondaryIndex = index + 1; secondaryIndex < numberOfItems; ++secondaryIndex)

        {

            if (items[index][2] < items[secondaryIndex][2])

            {

                temporaryStorage[0][0] = items[index][0];

                temporaryStorage[0][1] = items[index][1];

                temporaryStorage[0][2] = items[index][2];

                temporaryRatio = ratio[index];

                items[index][0] = items[secondaryIndex][0];

                items[index][1] = items[secondaryIndex][1];

                items[index][2] = items[secondaryIndex][2];

                ratio[index] = ratio[secondaryIndex];

                items[secondaryIndex][0] = temporaryStorage[0][0];

                items[secondaryIndex][1] = temporaryStorage[0][1];

                items[secondaryIndex][2] = temporaryStorage[0][2];

                ratio[secondaryIndex] = temporaryRatio;

            }

        }

    }

    if (items[0][1] > knapsackSize)

        {

            printf("\n\nNone of the items can be in the knapsack of given size.");

            return;

        }

    for (index = 0; index < numberOfItems; index++)

    {

        if (items[index][1] <= knapsackSize)

        {

            itemsToInclude[counter] = items[index][2];

            value += items[index][0];

            knapsackSize -= items[index][1];

            counter++;

        }

        else break;

    }

    printf("\n\nThe following are the items that can be put in the knapsack:");

    for (index = 0; index < counter; index++) printf(" %d", itemsToInclude[index]);

    printf("\nThe total profit was calculated to be: %d", value);

    return;

}

void fractionalKnapsack(int numberOfItems, int knapsackSize)

{

    int itemsToInclude[numberOfItems], items[numberOfItems][3], temporaryStorage[1][3], index, secondaryIndex, counter = 0, additionalItem = 0;

    float temporaryRatio, ratio[numberOfItems], value = 0;

    printf("\n\n");

    for (index = 0; index < numberOfItems; index++)

    {

        printf("Please enter the value and weight of item %d: ", index + 1);

        scanf("%d %d", &items[index][0], &items[index][1]);

        ratio[index] = (float)items[index][0] / (float)items[index][1];

        items[index][2] = index + 1;

    }

    for (index = 0; index < numberOfItems; ++index)

    {

        for (secondaryIndex = index + 1; secondaryIndex < numberOfItems; ++secondaryIndex)

        {

            if (items[index][2] < items[secondaryIndex][2])

            {

                temporaryStorage[0][0] = items[index][0];

                temporaryStorage[0][1] = items[index][1];

                temporaryStorage[0][2] = items[index][2];

                temporaryRatio = ratio[index];

                items[index][0] = items[secondaryIndex][0];

                items[index][1] = items[secondaryIndex][1];

                items[index][2] = items[secondaryIndex][2];

                ratio[index] = ratio[secondaryIndex];

                items[secondaryIndex][0] = temporaryStorage[0][0];

                items[secondaryIndex][1] = temporaryStorage[0][1];

                items[secondaryIndex][2] = temporaryStorage[0][2];

                ratio[secondaryIndex] = temporaryRatio;

            }

        }

    }

    if (items[0][1] > knapsackSize)

        {

            printf("\n\nNone of the items can be in the knapsack of given size.");

            return;

        }

    for (index = 0; index < numberOfItems; index++)

    {

        if (items[index][1] <= knapsackSize)

        {

            itemsToInclude[counter] = items[index][2];

            value += items[index][0];

            knapsackSize -= items[index][1];

            counter++;

        }

        else

        {

            if (ratio[index] < knapsackSize)

            {

                value += ratio[index] \* (float)knapsackSize;

                additionalItem = items[index][2];

                knapsackSize = 0;

                break;

            }

        }

    }

    printf("\n\nThe following are the items that can be put in the knapsack:");

    for (index = 0; index < counter; index++) printf(" %d", itemsToInclude[index]);

    if (additionalItem != 0) printf(" %d", additionalItem);

    printf("\nThe total profit was calculated to be: %f", value);

    return;

}

void main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int knapsackSize, numberOfItems;

    printf("Enter the number of items: ");

    scanf("%d", &numberOfItems);

    printf("Enter the size of the knapsack: ");

    scanf("%d", &knapsackSize);

    while (1)

    {

        char choice;

        printf("\nPlease select an option...\n");

        printf("(A) Perform 0|1 knapsack\n");

        printf("(B) Perform fractional knapsack\n");

        printf("\nYour choice: ");

        scanf(" %c", &choice);

        if (choice == 'a' || choice == 'A')

        {

            zeroByOneKnapsack(numberOfItems, knapsackSize);

            break;

        }

        else if (choice == 'b' || choice == 'B')

        {

            fractionalKnapsack(numberOfItems, knapsackSize);

            break;

        }

        else

        {

            printf("\nPlease try again by choosing a valid option...\n\n");

            continue;

        }

    }

}

**OUTPUT:**

* Menu:
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* 0/1 knapsack:
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* Fractional knapsack:

![Text

Description automatically generated](data:image/png;base64,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)

**QUESTION:**

Design and implement Huffman encoding algorithm using greedy approach.

**PSEUDOCODE:**

function main():

    huffmanEncoding()

function huffmanEncoding():

    int: numberOfCharacters, index, secondaryIndex

    numberOfCharacters = input()

    char: characters[numberOfCharacters]

    int: frequency[numberOfCharacters]

    for (index = 0; index < numberOfCharacters; index++)

    {

        printf("Enter character %d and its frequency: ", index + 1)

        scanf(" %c %d", &characters[index], &frequency[index])

    }

    struct MinHeapNode: *\*left, \**right, *\*top*

    priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap;

    for (int index = 0; index < numberOfCharacters; ++index)

        minHeap.push(new MinHeapNode(characters[index], frequency[index]));

    while minHeap.size() is not 1:

        left = minHeap.top()

        minHeap.pop()

        right = minHeap.top()

        minHeap.pop()

        top = new MinHeapNode('$', left->frequency + right->frequency)

        top->left = left

        top->right = right

        minHeap.push(top)

    printCodes(minHeap.top(), "")

function printCodes(struct MinHeapNode: root, str):

    if not root return

    if root -> data not '$' print(root -> data + ": " + str)

    printCodes(root -> left, str = '0')

    printCodes(root -> right, str + '1')

structure compare:

    bool operator()(MinHeapNode\* l, MinHeapNode\* r) return 1 -> frequency > r -> frequency

structure MinHeapNode:

    char: dataunsigned: frequency

    MinHeapNode: *\*left, \**right

    function MinHeapNode(data, frequency):

        left = right = NULL

        self.data = data

        self.frequency = frequency

**CODE:**

#include <bits/stdc++.h>

using namespace std;

struct MinHeapNode

{

    char data;

    unsigned frequency;

    MinHeapNode \*left, \*right;

    MinHeapNode(char data, unsigned frequency)

    {

        left = right = NULL;

        this->data = data;

        this->frequency = frequency;

    }

};

struct compare

{

    bool operator()(MinHeapNode\* l, MinHeapNode\* r)

    {

        return (l->frequency > r->frequency);

    }

};

void printCodes(struct MinHeapNode\* root, string str)

{

    if (!root)

        return;

    if (root->data != '$')

        cout << root->data << ": " << str << "\n";

    printCodes(root->left, str + "0");

    printCodes(root->right, str + "1");

}

void huffmanEncoding()

{

    int numberOfCharacters, index, secondaryIndex;

    printf("Enter the number of characters: ");

    scanf("%d", &numberOfCharacters);

    char characters[numberOfCharacters];

    int frequency[numberOfCharacters];

    for (index = 0; index < numberOfCharacters; index++);

    {

        printf("Enter character %d and its frequency: ", index + 1);

        scanf(" %c %d", &characters[index], &frequency[index]);

    }

    struct MinHeapNode \*left, \*right, \*top;

    // Create a min heap & inserts all characters of data[]

    priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap;

    for (int index = 0; index < numberOfCharacters; ++index)

        minHeap.push(new MinHeapNode(characters[index], frequency[index]));

    // Iterate while size of heap doesn't become 1

    while (minHeap.size() != 1) {

        left = minHeap.top();

        minHeap.pop();

        right = minHeap.top();

        minHeap.pop();

        top = new MinHeapNode('$', left->frequency + right->frequency);

        top->left = left;

        top->right = right;

        minHeap.push(top);

    }

    printCodes(minHeap.top(), "");

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDs0374\n\n\n");

    huffmanEncoding();

    return 0;

}

**OUTPUT:**

![Text

Description automatically generated](data:image/png;base64,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)

**QUESTION:**

Implement 0/1 knapsack problem using dynamic programming technique.

**PSEUDOCODE:**

function zeroByOneKnapsack(numberOfItems, knapsackSize):

    items[numberOfItems][2]

    ratios[numberOfItems]

    for index from 0 to numberOfItems:

        input(values)

        ratios[index] = items[index][0] / items[index][1]

    for index from 0 to knapsackSize:

        knapsack[0, index] = 0

    for index from 1 to numberOfItems:

        knapsack[index, 0] = 0

        for secondaryIndex from 1 to knapsackSize:

            if items[index][1] <= secondaryIndex:

                if items[index][0] + knapsack[index - 1, secondaryIndex - items[index][1]]:

                    knapsack[index, secondaryIndex] = knapsack[index - 1, secondaryIndex]

                else:

                    knapsack[index, secondaryIndex] = knapsack[index - 1, secondaryIndex]

            else:

                knapsack[index, secondaryIndex] = knapsack[index - 1, secondaryIndex]

    Total profit is knapsack[numberOfItems][knapsackSize]

**CODE:**

#include <stdio.h>

int findMaximum(int numberOne, int numberTwo) { return (numberOne > numberTwo) ? numberOne : numberTwo; }

void zeroByOneKnapsack(int numberOfItems, int knapsackSize)

{

    int itemsToInclude[numberOfItems], items[numberOfItems][3], temporaryStorage[1][3], value = 0, index, secondaryIndex, counter = 0;

    float temporaryRatio, ratio[numberOfItems];

    printf("\n\n");

    for (index = 0; index < numberOfItems; index++)

    {

        printf("Please enter the value and weight of item %d: ", index + 1);

        scanf("%d %d", &items[index][0], &items[index][1]);

        ratio[index] = (float)items[index][0] / (float)items[index][1];

        items[index][2] = index + 1;

    }

    int knapsack[numberOfItems + 1][knapsackSize + 1];

    for (index = 0; index <= numberOfItems; index++)

    {

        for (secondaryIndex = 0; secondaryIndex <= knapsackSize; secondaryIndex++)

        {

            if (index == 0 || secondaryIndex == 0) knapsack[index][secondaryIndex] = 0;

            else if (items[index - 1][1] <= secondaryIndex) knapsack[index][secondaryIndex] = findMaximum(items[index - 1][0] + knapsack[index - 1][secondaryIndex - items[index - 1][1]],  knapsack[index - 1][secondaryIndex]);

            else knapsack[index][secondaryIndex] = knapsack[index - 1][secondaryIndex];

        }

    }

    printf("\nThe total profit was calculated to be: %d", knapsack[numberOfItems][knapsackSize]);

    return;

}

void main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int knapsackSize, numberOfItems;

    printf("Enter the number of items: ");

    scanf("%d", &numberOfItems);

    printf("Enter the size of the knapsack: ");

    scanf("%d", &knapsackSize);

    zeroByOneKnapsack(numberOfItems, knapsackSize);

}

**OUTPUT:**
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**QUESTION:**

Implement LCS problem using dynamic programming technique.

**PSEUDOCODE:**

sequenceOne = input()

sequenceTwo = input()

lCSTable[length(sequenceOne)][length(sequenceTwo)]

sequenceOne.label = sequenceOne

sequenceTwo.label = sequenceTwo

lCSTable[0][] = 0

lCSTable[][0] = 0

Start from lCSTable[1][1]

Compare sequenceOne[row] and sequenceTwo[column]

    if sequenceOne[row] = sequenceTwo[column]

        lCSTable[row][column] = 1 + lCSTable[row - 1, column - 1]

        Point an arrow to lCSTable[row][column]

    else

        lCSTable[row][column] = max(lCSTable[row - 1][column], lCSTable[row][column - 1])

        Point an arrow to max(lCSTable[row - 1][column], lCSTable[row][column - 1])

**CODE:**

#include <stdio.h>

#include <string.h>

void longestCommonSubsequence()

{

    int lCSTable[20][20], index, secondaryIndex;

    char stringOne[20], stringTwo[20], crossMatrix[20][20];

    printf("Enter the first string: ");

    scanf("%s", stringOne);

    printf("Enter the second string: ");

    scanf("%s", stringTwo);

    int lengthOne = strlen(stringOne), lengthTwo = strlen(stringTwo);

    for (index = 0; index <= lengthOne; index++) lCSTable[index][0] = 0;

    for (index = 0; index <= lengthTwo; index++) lCSTable[0][index] = 0;

    for (index = 1; index <= lengthOne; index++)

    {

        for (secondaryIndex = 1; secondaryIndex <= lengthTwo; secondaryIndex++)

        {

            if (stringOne[index - 1] == stringTwo[secondaryIndex - 1]) lCSTable[index][secondaryIndex] = lCSTable[index - 1][secondaryIndex - 1] + 1;

            else if (lCSTable[index - 1][secondaryIndex] >= lCSTable[index][secondaryIndex - 1]) lCSTable[index][secondaryIndex] = lCSTable[index - 1][secondaryIndex];

            else lCSTable[index][secondaryIndex] = lCSTable[index][secondaryIndex - 1];

        }

    }

    int element = lCSTable[lengthOne][lengthTwo], counter = 0;

    char lCSAlgorithm[element + 1];

    lCSAlgorithm[index] = '\0';

    index = lengthOne;

    secondaryIndex = lengthTwo;

    while (index > 0 && secondaryIndex > 0)

    {

        if (stringOne[index - 1] == stringTwo[secondaryIndex - 1])

        {

            lCSAlgorithm[element - 1] = stringOne[index - 1];

            index--;

            secondaryIndex--;

            element--;

            counter++;

        }

        else if (lCSTable[index - 1][secondaryIndex] > lCSTable[index][secondaryIndex - 1]) index--;

        else secondaryIndex--;

    }

    lCSAlgorithm[counter] = '\0';

    printf("\n\nString one: %s \nString two: %s\n\n", stringOne, stringTwo);

    printf("Longest Common Subsequence: %s", lCSAlgorithm);

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    longestCommonSubsequence();

}

**OUTPUT:**

![](data:image/png;base64,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)

**QUESTION:**

Design an algorithm and implement travelling salesman problem using dynamic programming approach.

**PSEUDOCODE:**

globalVariables:

    int: costMatrix[10][10], visitedNode[10], numberOfCities, cost = 0

function main():

    travellingSalemanProblem()

    print("The path is: ", minimumPath(startingCity))

    print("The least cost was calculated to be: ", cost)

function minimumCost(city):

    int: index, cityID

    visitedNode[city] = 1

    print(city + 1 + " -> ")

    cityID = least(city)

    if cityID = 999:

        cityID, cost = 0, cost + costMatrix[city][cityID]

        return

    minimumCost(cityID)

function least(number):

    int: index, newCity = 999, minimumValue = 999, kMinimumValue

    for index in range(numberOfCities):

        if((costMatrix[number][index] != 0) && (visitedNode[index] == 0)):

            if(costMatrix[number][index] + costMatrix[index][number] < minimumValue):

                minimumValue = costMatrix[index][0] + costMatrix[number][index]

                kMinimumValue = costMatrix[number][index]

                newCity = index

        if minimumValue is not equal to 999:

            cost += kMinimumValue

        retun newCity

function travellingSalemanProblem():

    int: index, secondaryIndex

    numberOfCities = input()

    costMatrix = input()

    visitedNode[index] = 0

**CODE:**

#include<stdio.h>

int costMatrix[10][10], visitedNode[10], numberOfCities, cost = 0;

void travellingSalesmanProblem()

{

    int index, secondryIndex;

    printf("Enter the number of cities: ");

    scanf("%d", &numberOfCities);

    printf("\nEnter the cost matrix...\n");

    for(index = 0; index < numberOfCities; index++)

    {

        printf("Enter the cost from city %d to other cities: ", index + 1);

        for( secondryIndex = 0; secondryIndex < numberOfCities; secondryIndex++) scanf(" %d", &costMatrix[index][secondryIndex]);

        visitedNode[index] = 0;

    }

}

void minimumCost(int city)

{

    int index, cityID;

    visitedNode[city] = 1;

    printf("%d -> ", city + 1);

    cityID = least(city);

    if(cityID == 999)

    {

        cityID = 0;

        cost += costMatrix[city][cityID];

        return;

    }

    minimumCost(cityID);

}

int least(int number)

{

    int index, newCity = 999, minimumValue = 999, kMinimumValue;

    for(index = 0; index < numberOfCities; index++)

    {

        if((costMatrix[number][index] != 0) && (visitedNode[index] == 0))

        if(costMatrix[number][index] + costMatrix[index][number] < minimumValue)

        {

            minimumValue = costMatrix[index][0] + costMatrix[number][index];

            kMinimumValue = costMatrix[number][index];

            newCity = index;

        }

    }

    if(minimumValue != 999) cost += kMinimumValue;

    return newCity;

}

int main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    travellingSalesmanProblem();

    printf("\n\nThe Path is:\n");

    minimumCost(0);

    printf("\nThe minimum cost to travel all the cities was calculated to be: %d", cost);

    return 0;

}

**OUTPUT:**
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